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Abstract— Safety-critical systems in domains such as aviation, 
railway, and automotive are often subject to a formal process of 
safety certification. The goal of this process is to ensure that these 
systems will operate safely without posing risks to the user, the 
public, or the environment [1]. It is typically expensive and time 
consuming for companies to certify their software. Therefore, any 
attempt to automate any part of the required process is very 
appreciated. In this research project, we report on our on-going 
project with an industry partner in the avionics domain, where we 
propose a framework to combine specification mining, model-
based testing, and analytics to help with monitoring and 
verification of safety critical systems.   

Keywords—specification mining; model-based testing; data 
analytics; satefy crtical systems; testing, debugging. 

I. INTRODUCTION 
Avionics software systems are safety-critical 

software embedded in an aircraft hardware that 
control and monitor the aircraft. Unmanned Aerial 
Vehicle (UAV) is an avionics system with no pilot on 
board and usually, flown by a pilot at a ground control 
station. A UAV can also fly autonomously based on 
predefined flight plans using a software called 
Autopilot.  The Autopilot helps automate the process 
of controlling and guiding the aircraft [2]. 

Aviation software industry observes one of the 
highest standards of safety control, where their 
embedded software systems go through a set of 
rigorous standard checks, before entering to the 
commercial market. An autopilot software of an 
Unmanned Aerial Vehicle (UAV), is an example of 
an avionics software systems, which must be certified 
in certain UAV application domains. 

In this project, we collaborate with a word-leader 
in building autopilot systems for commercial UAVs, 
to provide them with novel tools and mechanisms that 
help automating several tasks required by standards 
such as DO-178C [3]. One of the major demands of 
DO-178C is having a set of explicitly written 
“software requirements” for the safety critical 

software and a set of test cases that verifies those 
requirements, plus a mapping between each 
requirement and its test cases to provide a two-way 
traceability between the requirements and the tests.   

To achieve such demands, the high-level goal of 
this study is to provide a set of state-of-the-art 
techniques and tools to improve the current practice 
of requirement generation, program comprehension, 
monitoring, testing, and debugging for safety-critical 
software systems, in general, and for our industry 
partner, in particular. The study consists of four 
concrete objectives as follows: 

• O1: Providing a semi-automated technique to 
help with (safety) requirement generation and 
traceability from requirements to test cases 

• O2: Automate test generation from 
specification and provide a traceability from 
test cases and requirements 

• O3: Prioritize test cases based on their 
historical failures and different coverage 
criteria  

• O4: Providing a semi-automated technique to 
help with fault localization and debugging. 

Technically speaking, a set of techniques from 
“model-driven engineering” and “data analytics” will 
be used to realize the above objectives, in the context 
of two sub-projects as follows: 

• Project 1 – An Interactive Specification Mining 
for Requirement Generation, System monitoring, 
and Debugging: In this project, we propose a semi-
automated specification mining technique that is 
tailored for our context. The technique resulted in an 
interactive tool that not only help developers with 
program comprehension and requirement generation, 
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but also speeds up the debugging process. This 
project will realize O1 and O4. 

• Project 2 – Model-based Test Generation and 
Prioritization: In this project, we use a combination 
of model-based testing and data analytics to 
automatically generate test cases that assure high 
specification-level coverage. We also use data 
analytics techniques to predict failure probability of 
test cases and prioritize them based on such 
probabilities.  This project will realize O2 and 3. 

This is an on-going project. Some of the 
techniques and tools proposed above are already 
implemented and are being evaluated in the company, 
by controlled experiments and interviews.  In the rest 
of this paper, we will explain some detailed about the 
proposed tools and techniques and share some initial 
feedbacks.  

The rest of this paper, is organized as follows: In 
Section II, background and related work will be 
explained. Section III details the proposed techniques 
and tools. Section IV explains the current state of the 
project and its future directions. Finally, Section V, 
summarizes the paper.  

II. BACKGROUND AND RELATED WORK 
In this section, the two most relevant topics to this 

project (model-based testing and specification 
mining) and some related work will be explained. 
A. Model-based testing 

Model-based Testing (MBT) is an efficient 
automated test generation process [4, 5]. This 
technique uses the model of the system requirement 
and functionality as a basis to generate test cases. It is 
an application of model-driven engineering for 
software verification and testing. 

The goal of the MBT is to automatically generate 
executable test cases based on the specification 
model. These models represent functionality but also 
can include performance, safety, and security 
concerns. The MBT process is composed of the 
following steps represented in Figure 1. 

1) The test designer manually models the system 
under test (and if required its environment). While 
modeling the system, the designer may focus only on 
specific parts (e.g., components, classes, features, 
etc.) of the system or specific aspects (e.g., 
functionality, safety, security, performance, etc.) of 

the system, (s)he is interested to test. The narrow 
focus typically increases the scalability of the 
technique.  

2) The MBT tool automatically generates the 
abstract tests from the model. To do that the model, 
typically, is converted to a graph of some form. Then 
a model coverage strategy (a graph traversal 
algorithm) is applied on that graph to create a set of 
test paths (sequence of nodes and edges). These 
abstract test cases identify the scenarios that are going 
to be verified.  

3) The abstract test cases are too generic and need 
language-specific data to be executable. In addition, 
to generate executable tests, the MBT tool needs to 
add specific input data values for each method call in 
a test path (method calls that are invoked along the 
execution of the scenario under test). The test data can 
be generated randomly or using a more sophisticated 
algorithm (e.g., evolutionary search, symbolic 
execution, etc. [6]).  

4) Finally, the generated test cases are executed 
(typically within a test execution framework) and the 
outputs are analyzed and reported. This requires the 
MBT tool to create test assertions depending on the 
expected state of the system, to compare the actual 
behavior with requirement of the system (represented 
as the specification models).  

There are several applications of Model-driven 
Engineering in safety-critical avionics systems; 
Model-based testing is only one of them. We have 
studied several UML-based solutions [7—11] that 
can be attributed to capture safety-related information 
in UML models, in case they can be a useful add-on 
to a typical UML model.  

For example, a study conducted by Stallbaum et 
al. [12] introduced a new UML profile that can be 
used to extend standard UML test models for MBT 
with information that is relevant to airworthiness 
certification. Those test models can serve as 
supporting artifacts of certification in case MBT is 
applied. We found that none of the solutions proposed 
in this category of studies used an MBT technique to 
automate system level test generation. Instead, they 
only focused on modeling the system along with the 
safety-related information.  
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In our study, we only use some basic concepts 
such as timing from real-time domain which can still 
be modeled in UML standard diagrams. So we do not 
use any extra profile. 
B. Specification mining 

Specification Mining [13] is a relatively new 
research area in software engineering. It can be seen 
as an application of data mining on software 
engineering datasets. In the past, several research 
projects have targeted the problem of specification 
mining as reverse engineering [14—16]. The two 
major approaches for software reverse engineering 
are static and dynamic analysis.  

Briefly described, static analysis uses the source 
code or other artifacts as is, without execution. On the 
other hand, dynamic analysis approach works by 
executing the real code to get execution traces and 
then mining specifications from them.  

It requires instrumenting the source code to get 
logs from real execution in the form of traces. 
Execution traces typically consist of sequences of 
method calls, and other related information. These 
sequences can be generated by instrumenting the 

program and running the system with different inputs 
(different scenarios), the more the better, to cover the 
overall behavior of the system and hence producing 
correct and valid specification of the system.  

Higher coverage of the test inputs generates more 
accurate and complete specification models. It not 
only helps modelling behavior of a software system, 
but is also extremely useful for a wide range of 
software engineering tasks, such as software 
validation and verification, anomaly detection [17], 
test case generation [18], etc. 

III. PROPOSED METHODOLOGY 
The overall goal of this proposal is helping safety 

critical software companies with getting certifications 
such as DO-178C. The focused areas of the project 
are on verification and monitoring. Figure 2 
illustrates the high-level idea of this proposal.  

The following six steps are involved in this 
methodology: 

 
 

 
Figure 1 Steps of Model-based Testing (MBT) Technique 
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1) Seting up the abstraction-level and verification 
aspects 

At this first step, the domain expert decides what 
aspects of the system should be monitored and 
verified. The experts define this by selecting a set of 

state variables from a given list. These variables 
define what states should be extracted at runtime.  

 

2) Mining the initial specification models 
The interactive specification mining tool will 

generate a state machine representation of the system 
under test, by running the system with a set of initial 
test cases. The tool logs the execution traces using a 
profiler tool and finally abstracts the execution traces 
into state machines, where the states are identified by 
the important changes in the selected state fields.  

3) Model validation and augmention  
In this step, the engineers need to validate the state 

machines and define a test strategy (e.g. all node 
coverage). They also have to create the explicit 
requirements based on the mined behavior and map 
the requirements with paths or states in the state 
machine.  

Note that though this step is manual but the fact 
that the engineer/developer/analyst creates 

requirements and safety cases by looking at the high-
level models rather than low-level code base already 
helps speed up process and might improve the 
precision as well. 

IV. PROPOSED METHODOLOGY 
The overall goal of this proposal is helping safety 

critical software companies with getting certifications 
such as DO-178C. The focused areas of the project 
are on verification and monitoring. Figure 2 
illustrates the high-level idea of this proposal.  

The following six steps are involved in this 
methodology: 

 
 

 
Figure 2. The combined specification mining and model-based testing strategy 
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1) Seting up the abstraction-level and verification 
aspects 

At this first step, the domain expert decides what 
aspects of the system should be monitored and 
verified..  

 
The experts define this by selecting a set of state 
variables from a given list. These variables define 
what states should be extracted at runtime 
 

2) Model-based test generation  
Beside helping with requirement generation, the 

generated models from step 3 are also used for 
automatic test generation [19]. A model-based testing 
tool will get the models as input and generates 
executable test cases as output. It can also measure 
code coverage and other relevant metrics.   

 
3) Monitoring and debuging aids 
In this step, the validated models of step 3 will be 

fed back to the specification mining tool to extract 
low-level state machines for debugging purpose.  

Basically, for any reported issue, the QA team can 
run the specification mining tool for the relevant test 
cases and get as detailed as desired state machine 
(again using the interactive abstraction set up, 

explained in step 1). Such state machines can also be 
generated for older versions of the same feature. Then 
the QA engineer will compare the two state machines 
to root cause and debug the issue.   

 
4) Analytics-based  moedel augmention and test 

prioritization 
The framework will also keep track of all test 

failures and issues [20, 21]. This information can later 
on be used for predicting which components of the 
system are more error-prone and high-light the test 
cases that are more likely to fail. So that in cases 
where the testing budget is restricted, one can only 
execute the most important tests. This information 
can also be integrated back into the model so that the 
engineers can refine their test plans and safety cases. 
Figure 3 summarizes this step. 
 

V. CURRENT STATUS AND FUTURE DIRECTIONS 
In collaboration with our industry partner, we 

already have implemented the model-based testing as 
well as the specification mining tools. At this current 
moment, we are evaluating the specification mining 
tool with a series of interviews with the developers at 
the company.  

 

 
Figure 3. Overview of Fault Augmentation 
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The next step will be evaluating the model-based 
testing tool and then combining the two tools into one 
framework. Finally, we need to add the analytics 
engine for augmenting the fault information. 

The initial feedback from industry was quite 
promising and encouraging to continue in this 
direction.  

Though we have applied this idea on a software-
centric system, but the overall strategy can be applied 
on any embedded system with the ability on logging 
the execution events [22, 23]. This will particularly 
be useful for monitoring and debugging of any safety-
critical system. 

 

VI. SUMMARY  
This paper reports on an on-going project where 

specification mining, model-based testing, and data 
analytics techniques are used for generating and 
augmenting specification models of a system under 
test. These models are then used for test generation. 
The overall, idea is that the proposed semi-automated 
approach for behavior extraction will help the QA 
engineers to build a functional model of their system 
and makes the representation of safety goals more 
accurate but also faster.  In addition, the automated 
test generation engine will verify those functionalities 
and/or safety cases. The current project is tailored for 
a specific embedded software, but can be generalized 
to be applicable for monitoring and verification of 
most safety-critical systems. 
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